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Abstract: In recent years, the secure search of encrypted cloud data has become a hot 

research topic and a challenging task. Several secure search schemes have been proposed to 

address this challenge. However, existing public-key searchable encryption schemes still 

face many problems. Among these schemes, most of them are based on single-key searchable 

encryption schemes, and although some schemes are designed for multi-key search, they still 

disclose the secret information of the encrypted index. Based on this, this paper proposes a 

multi-key public-key searchable encryption scheme without a secure channel, which uses a 

random element padding method to construct an encrypted index to ensure the security of 

the index information, and then improves the efficiency of the search by aggregating the 

query keyword information to generate query trapdoors. The simulation results of the 

algorithm show that the algorithm improves the query efficiency and query accuracy under 

the condition that the index and trapdoor are secure. 

1. Introduction 

With the development of cloud computing technology0 , more and more individuals and businesses 

are choosing to store their data on cloud servers for management purposes. As cloud servers are not 

fully trusted and users' data stored in the cloud may be attacked or at risk of privacy breaches, users 

encrypt their data before uploading it. While this method protects users' data, when users want to find 

it, they need to download the encrypted data locally from the cloud, decrypt it and then search for it, 

which consumes a lot of network bandwidth and is inefficient. 

In order to improve the efficiency of ciphertext retrieval, many scholars have conducted extensive 

research on searchable encryption technique0000. Song et al.0 proposed the first SE scheme, which 

requires only a small amount of communication, but the computational overhead is linear in the size 

of the search query. To solve this problem, Boneh et al.00 proposed PEKS (Public key Encryption 

with Keyword Search), where the data owner encrypts the data with the public key and uploads it to 

the cloud server, and the data user searches the data with his private key and the query keyword to 

generate the corresponding trapdoor and then uploads it to the cloud server for keyword search, and 

the cloud server By matching the cipher text with the trapdoor, the cloud server returns the data 

needed by the user. However, Boneh et al.00 's public key searchable encryption scheme has the 

disadvantage that a secure channel needs to be established between the user and the cloud server to 
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transmit the query trapdoor, and the overhead of establishing a secure channel is often expensive. To 

address this drawback, Beak et al.0 proposed a public key searchable encryption scheme without a 

secure channel. In 2007, Gu et al.0 proposed a more efficient public-key searchable encryption 

scheme based on bilinear pairs. In their scheme, the encryption process has no bilinear pair 

computation operation, making the efficiency of the scheme improved compared to other schemes. 

In Beak et al.0 the model of the scheme suffers from the drawback that the attacker does not have 

access to the test queries, so Rhee et al.00 enhanced the Beak et al.0 The security model in the 

proposed scheme enables an attacker to obtain a relationship between a ciphertext and a trapdoor 

beyond the challenge ciphertext. A public key searchable encryption scheme without a secure channel 

under the enhanced model is also proposed. However Beak et al.0 proposed a scheme that uses a 

random prediction machine in the security proof process, such that the scheme implementation may 

lead to insecurity under the standard model, based on this Fang et al.0 proposed a public-key 

searchable encryption scheme that is resistant to keyword guessing attacks. Although the appealing 

scheme improves the security of public-key searchable encryption schemes under unsecured channels, 

the schemes are designed to perform only single-keyword searches, and data users who want to query 

encrypted data corresponding to multiple keywords need to generate many query traps, and the results 

obtained are likely to be imprecise due to the inclusion of only a single keyword. 

To solve this problem, this paper proposes a multi-keyword-based public key searchable 

encryption method, with specific contributions summarized below. 

(1) The method uses a random element padding method to ensure that the ciphertext size of all 

encrypted indexes is the same, thus protecting the keyword ciphertext information while preventing 

the leakage of the number of keywords corresponding to the encrypted data. 

(2) The method designs an aggregated keyword information trapdoor generation method to prevent 

the leakage of query keyword information in the query trapdoor, while only one query trapdoor needs 

to be generated regardless of how many keywords the data user wants to query each time, reducing 

the computational overhead of user-generated query trapdoors and improving the efficiency of query 

matching on the cloud server. 

(3) The security of the encrypted index and query trapdoor in the method is demonstrated by 

security analysis. 

2. System model and programme brief 

2.1 System model 

 

Figure 1. System model 
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Searchable cryptography provides ciphertext retrieval as well as ciphertext data security. A typical 

public key searchable encryption system model consists of three parties, namely Data Owner (DO), 

Cloud Server (CS), and Data User (DU), as shown in 0. First, the Data Owner extracts the keyword 

set from the shared file and creates an encrypted query index and uploads the generated encrypted 

index and encrypted file to the Cloud Server. Next, the data user generates the corresponding trapdoor 

based on the keywords to be retrieved and submits the trapdoor to the cloud server. Finally, the cloud 

server uses the query-matching algorithm of the query trapdoor and the encrypted index to pass all 

the encrypted data matching the keywords to the user, and then the user can decrypt the data locally 

to obtain the required data. 

2.2 Formal definition of the programme 

The method in this paper consists of five polynomial algorithms: initialization, key generation, 

multi-keyword index construction, multi-keyword trapdoor generation, and multi-keyword query 

matching, as defined below. 

𝑆𝑒𝑡𝑢𝑝(1𝜆) → (𝑝𝑎𝑟𝑎𝑚). Input safety parameter, output public parameter 𝑟𝑎𝑚 . 

𝐾𝑒𝑦𝐺𝑒𝑛(𝑝𝑎𝑟𝑎𝑚) → ({𝑝𝑘𝑠, 𝑠𝑘𝑠}, {𝑝𝑘𝑢, 𝑠𝑘𝑢}). Enter the public parameter 𝑝𝑎𝑟𝑎𝑚 to generate the 

cloud server key, respectively {𝑝𝑘𝑠, 𝑠𝑘𝑠} and the data user's key {𝑝𝑘𝑢, 𝑠𝑘𝑢}. 
𝐵𝑢𝑖𝑙𝑑𝐼𝑛𝑑𝑒𝑥(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑠, 𝑝𝑘𝑢,𝑊) → 𝐼. The data owner extracts a collection of keywords 𝑊, uses 

the cloud server’s public key 𝑝𝑘𝑠 and the user's public key 𝑝𝑘𝑢 to create the encrypted index 𝐼. 
𝑇𝑟𝑎𝑝𝑑𝑜𝑜𝑟(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑢, 𝑠𝑘𝑢, 𝑄) → 𝑇𝑟𝑄. The data user uses the set of query keywords 𝑄 and his 

own key to generate a query trapdoor 𝑇𝑟𝑄. 

𝑇𝑒𝑠𝑡(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑢, 𝑠𝑘𝑠, 𝑇𝑟𝑄, 𝐼) → 𝑡𝑟𝑢𝑒\𝑓𝑎𝑙𝑠𝑒. The cloud server uses the query trapdoor 𝑇𝑟𝑄 and 

the encrypted index 𝐼 to perform a bilinear pair operation, and if the result matches, output 𝑡𝑟𝑢𝑒, 

otherwise output 𝑓𝑎𝑙𝑠𝑒. 

3. Related concepts 

3.1 Bilinear mapping 

Set 𝐺1, 𝐺2 are the cyclic group and 𝐺𝑇 is the multiplicative cyclic group and all the order of the 

group is prime 𝑞. 𝑍𝑞 is a finite field of order 𝑞 of a finite field. Bilinear mappings 𝑒：𝐺1 × 𝐺2 →

𝐺𝑇 has the following properties. 

Bilinear. For any 𝑢 ∈ 𝐺1, the 𝑣 ∈ 𝐺2, the 𝑎, 𝑏 ∈ 𝑍𝑞. When 𝐺1 and 𝐺2 are multiplicative cyclic 

groups, the𝑒(𝑢𝑎, 𝑣𝑏) = 𝑒(𝑢, 𝑣)𝑎𝑏 ; when𝐺1  and𝐺2  are additive cyclic groups, the 𝑒(𝑎𝑢, 𝑏𝑣) =
𝑒(𝑢, 𝑣)𝑎𝑏. 

Non-degenerative. 𝑒(𝑔1, 𝑔2) ≠ 1 , where 𝑔1  is the generating element of the 𝐺1 , 𝑔2  is the 

generating element of the 𝐺2. 

Computability. For any 𝑢 ∈ 𝐺1, the 𝑣 ∈ 𝐺2, all can be efficiently calculated 𝑒(𝑢, 𝑣). 

4. Programme description 

4.1 Initialization 

𝑆𝑒𝑡𝑢𝑝(1𝜆) → (𝑝𝑎𝑟𝑎𝑚). Input safety parameter 𝜆, given the parameters of the bilinear pair 𝛾 =
(𝑝, 𝐺1, 𝐺2, 𝑒, 𝑔), where 𝐺1, 𝐺2 are the multiplicative cyclic group, and 𝑔 is the generating element 

of the group𝐺1, the bilinear map is 𝑒: 𝐺1 × 𝐺1 → 𝐺2. The two hash functions are 𝐻1: 𝐺2 → 𝑍𝑝
∗ , and 
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𝐻2: {0,1}
∗ → 𝑍𝑝

∗ . The output common parameters are 

𝑝𝑎𝑟𝑎𝑚 = (𝑝, 𝐺1, 𝐺2, 𝑒, 𝑔, 𝐻1, 𝐻2, 𝑍𝑝
∗). 

4.2 Key generation 

𝐾𝑒𝑦𝐺𝑒𝑛(𝑝𝑎𝑟𝑎𝑚) → ({𝑝𝑘𝑠, 𝑠𝑘𝑠}, {𝑝𝑘𝑢, 𝑠𝑘𝑢}). It is executed for the system participants and is 

divided into two parts, i.e. key generation for the cloud server and key generation for the data user. 

The exact process is as follows. 

(1) Cloud server key generation 

𝐾𝑒𝑦𝐺𝑒𝑛𝑆𝑒𝑟𝑣𝑒𝑟(𝑝𝑎𝑟𝑎𝑚) → (𝑝𝑘𝑠, 𝑠𝑘𝑠) . The cloud server picks a random value 𝑥 ∈ 𝑍𝑝
∗  to 

calculate the first part of the public key 𝑝𝑘𝑠,1 = 𝑔
𝑥, selects a random value 𝜉 ∈ 𝐺1

∗ as the second 

part of the public key 𝑝𝑘𝑠,2 = 𝜉, the cloud server makes the public key 𝑝𝑘𝑠 = {𝑝𝑘𝑠,1, 𝑝𝑘𝑠,2} and 

keeps its own private key 𝑠𝑘𝑠 = 𝑥. 

(2) Data user key generation 

𝐾𝑒𝑦𝐺𝑒𝑛𝑢𝑠𝑒𝑟(𝑝𝑎𝑟𝑎𝑚) → (𝑝𝑘𝑢, 𝑠𝑘𝑢). The data user picks a random number 𝑦 ∈ 𝑍𝑝
∗ , calculates the 

first part of the public key 𝑝𝑘𝑢,1 = 𝑔
𝑦, selects a random value 𝜃 ∈ 𝐺1

∗ as the second part of the 

public key 𝑝𝑘𝑢,2 = 𝜃, the data user discloses the public key 𝑝𝑘𝑢 = {𝑝𝑘𝑢,1, 𝑝𝑘𝑢,2} and retains their 

private key 𝑠𝑘𝑢 = 𝑦. This key pair is {𝑝𝑘𝑢, 𝑠𝑘𝑢} which is used to generate the query trapdoor. 

4.3 Multi-keyword index construction 

𝐵𝑢𝑖𝑙𝑑𝐼𝑛𝑑𝑒𝑥(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑠, 𝑝𝑘𝑢,𝑊) → 𝐼. First, the data owner extracts a collection of keywords  

𝑊 = {𝑤1, … , 𝑤𝑛} based on the shared file, then the data owner selects a random value 𝑠, 𝑟 ∈ 𝑍𝑝
∗ , 

computes 𝐼1 = 𝑔
𝑠. Then the data owner selects a random value and uses the public key of the cloud 

server to calculate the secret value 𝑡, 

𝑡 = 𝐻(𝑒(𝑝𝑘𝑠,1, 𝑝𝑘𝑠,2)
𝑠),                              (1) 

Then the data owner calculates 

𝐼2 = {𝑅1, (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤2))

𝑟

𝑡 , … , (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤𝑖))

𝑟

𝑡 , 𝑅𝑖+1, … , 𝑅𝑛} ( 𝑖 ∈ [1, 𝑛]) , Where 𝑅 is a 

random element. If the keyword at the corresponding position of the current keyword set is not 

included in the file, select a random element to fill. And 𝐼3 = 𝑒(𝑔, 𝑔)
𝑟, 𝐼4 = 𝑒(𝑔, 𝑝𝑘𝑢,2)

𝑟. 

The final computed encryption index is 𝐼 = {𝐼1, 𝐼2, 𝐼3, 𝐼4} 

{
 
 

 
 
𝐼1 = 𝑔

𝑠 ;                                                                                                                                

𝐼2 = {𝑅1, (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤2))

𝑟

𝑡 , … , (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤𝑖))

𝑟

𝑡 , 𝑅𝑖+1, … , 𝑅𝑛}( 𝑖 ∈ [1, 𝑛])  ; 

𝐼3 = 𝑒(𝑔, 𝑔)
𝑟;                                                                                                                      

𝐼4 = 𝑒(𝑔, 𝑝𝑘𝑢,2)
𝑟。                                                                                                               

     (2) 

Encrypted indexes created by the data owner are uploaded to the cloud server. 

4.4 Multi-keyword trapdoor generation 

𝑇𝑟𝑎𝑝𝑑𝑜𝑜𝑟(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑢, 𝑠𝑘𝑢, 𝑄) → 𝑇𝑟𝑄 . The data user randomly selects 𝑠𝑄 ∈ 𝑍𝑝
∗  as 𝑇𝑟1 = 𝑠𝑄 

and then calculates the aggregated keyword information based on the keywords they want to query 

𝐾𝑊 = ∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1  and then calculates 𝑇𝑟2 = (𝑝𝑘𝑢,1 ∙ 𝑔

−𝑠𝑄)
1

𝑠𝑘𝑠−𝐾𝑊, and finally the query keyword 

is given in the keyword set 𝑊 the location information in the set of 𝑇𝑟3 = {𝑎1, … , 𝑎|𝑄|} generates 
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a trapdoor 𝑇𝑟𝑄 = {𝑇𝑟1, 𝑇𝑟2, 𝑇𝑟3}. 

{
 

 
𝑇𝑟1 = 𝑠𝑄;                                        

𝑇𝑟2 = (𝑝𝑘𝑢,2 ∙ 𝑔
−𝑠𝑄)

1

|𝑄|∙𝑠𝑘𝑢−𝐾𝑊;  

𝑇𝑟3 = {𝑎1, … , 𝑎|𝑄|}。                      

                         (3) 

4.5 Multi-keyword query matching 

𝑇𝑒𝑠𝑡(𝑝𝑎𝑟𝑎𝑚, 𝑝𝑘𝑢, 𝑠𝑘𝑠, 𝑇𝑟𝑄, 𝐼) → 𝑡𝑟𝑢𝑒\𝑓𝑎𝑙𝑠𝑒. The cloud server first calculates the secret value 𝑡 

for 

𝑡 = 𝐻1(𝑒(𝐼1, 𝑝𝑘𝑠,2)
𝑠𝑘𝑠) = 𝐻1(𝑒(𝑔1

𝑠, 𝜉)𝑥),                   (4) 

Then according to 𝑇𝑟3 = {𝑎1, … , 𝑎|𝑄|}. The aggregated keyword information is then calculated 

based on the position given in 𝐼𝑊 for 

𝐼𝑊 = ∏ (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤𝑖))

𝑟

𝑡|𝑄|
𝑖=1 ,                        (5) 

Final verification of the equation 

𝑒(𝐼𝑊𝑡, 𝑇𝑟2) ∙ 𝐼3
𝑠𝑄 = 𝐼4.                            (6) 

The server verifies that equation (6) holds. If the above formula holds, then return 𝑡𝑟𝑢𝑒, otherwise 

return 𝑓𝑎𝑙𝑠𝑒. Only if the secret values 𝑡 calculated by formula (1) and formula (4) are equal, and 

when the encrypted index is the same as all the keywords contained in the query trapdoor, the correct 

result is obtained. 

5. Programme analysis 

To ensure the security of the algorithm in this paper, this section first analyses the correctness of 

equation (6), and then analyses the security of the scheme. 

5.1 Correctness analysis 

The correctness of equation (6) is analysed as follows.

𝑙𝑒𝑓𝑡 =  𝑒(𝐼𝑊𝑡, 𝑇𝑟2) ∙ 𝐼3
𝑠𝑄 

= 𝑒 (∏ (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤𝑖))

𝑟

𝑡
∙𝑡|𝑄|

𝑖=1 , (𝑝𝑘𝑢,2 ∙ 𝑔
−𝑠𝑄)

1

|𝑄|∙𝑠𝑘𝑢−𝐾𝑊)  ∙ 𝑒(𝑔, 𝑔)𝑠𝑄𝑟  

= 𝑒 (𝑔|𝑄|𝑦 ∙ 𝑔−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 , (𝜉 ∙ 𝑔−𝑠𝑄)

1

|𝑄|∙𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 )

𝑟

∙ 𝑒(𝑔, 𝑔)𝑠𝑄𝑟  

= 𝑒 (𝑔|𝑄|𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 , (𝜉 ∙ 𝑔−𝑠𝑄)

1

|𝑄|∙𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 )

𝑟

∙ 𝑒(𝑔, 𝑔)𝑠𝑄𝑟  

= 𝑒 (𝑔|𝑄|𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 , 𝑔

1

|𝑄|∙𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 )

−𝑠𝑄𝑟

∙ 𝑒 (𝑔|𝑄|𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 , 𝜉

1

|𝑄|∙𝑦−∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 )

𝑟

∙ 𝑒(𝑔, 𝑔)𝑠𝑄𝑟 

= 𝑒(𝑔, 𝜉)𝑟 = 𝑟𝑖𝑔ℎ𝑡. 
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5.2 Safety analysis 

The approach in this paper focuses on two aspects of security, the security of encrypted indexes 

and the security of query trapdoors. 

(1) Security of encrypted indexes: Firstly, the same keywords in different encrypted indexes have 

completely different ciphertexts. Assume that given two encrypted indexes 𝐼1 and 𝐼2, assume that 

𝐼1 = 𝐼2, then there exists 𝐼1,1 = 𝐼2,1, and 𝐼1,2 = 𝐼2,2, and 𝐼1,3 = 𝐼2,3, and 𝐼1,4 = 𝐼2,4, and since all 

parts of the encrypted index are blinded using random elements, the probability of two encrypted 

indexes being identical is much less than
1

𝑝
, and in addition, the 

𝐼1,2 = {𝑅1,1, (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤2))

𝑟1
𝑡1 , … , (𝑝𝑘𝑢,1 ∙ 𝑔

−𝐻2(𝑤𝑖))
𝑟1
𝑡1 , 𝑅1,𝑖+1, … , 𝑅1,𝑛}( 𝑖 ∈ [1, 𝑛]), and 

𝐼2,2 = {𝑅2,1, (𝑝𝑘𝑢,1 ∙ 𝑔
−𝐻2(𝑤2))

𝑟2
𝑡2 , … , (𝑝𝑘𝑢,1 ∙ 𝑔

−𝐻2(𝑤𝑖))
𝑟2
𝑡2 , 𝑅2,𝑖+1, … , 𝑅2,𝑛}( 𝑖 ∈ [1, 𝑛]).  

As a result of being different random elements 𝑟, the 𝑡 blinds to the keyword information, the 

cloud server cannot compute the keyword information according to the discrete logarithmic difficulty 

assumption and therefore does not disclose any keyword information. Furthermore, it can be noted 

that the second part of each encrypted index is a collection of encrypted keywords, and the rest of the 

positions are filled with random elements except for the corresponding keywords, which nicely hides 

the number of keywords contained in each encrypted index. 

(2) Security of query trapdoors, given a query trapdoor 𝑇𝑟𝑄  that, since the trapdoor uses the 

authorized user's key 𝑠𝑘𝑢 and the trapdoor contains the aggregated information of all the keywords 

that the authorized user wants to query ∑ 𝐻2(𝑤𝑖)
|𝑄|
𝑖=1 . Therefore, the server cannot decrypt the 

plaintext keyword information, satisfying the discrete logarithmic difficulty assumption. In addition, 

the trapdoor satisfies the unlinkability between trapdoors, assuming that the query keyword set 𝑄 =
{𝑤1, … , 𝑤|𝑄|} query trapdoor is generated, the data user runs the 𝑇𝑟𝑎𝑝𝑑𝑜𝑜𝑟 algorithm to generate 

𝑇𝑟𝑄
1 = {𝑇𝑟1,𝑄

1 = 𝑠𝑄 , 𝑇𝑟2,𝑄
1 = (𝑝𝑘𝑢,2 ∙ 𝑔

−𝑠𝑄)
1

|𝑄|∙𝑠𝑘𝑢−𝐾𝑊, 𝑇𝑟3,𝑄
1 = {𝑎1, … , 𝑎|𝑄|}} , and 𝑇𝑟𝑄

2 = {𝑇𝑟1,𝑄
2 =

𝑠𝑄
′ , 𝑇𝑟2,𝑄

2 = (𝑝𝑘𝑢,2 ∙ 𝑔
−𝑠𝑄

′
)

1

|𝑄|∙𝑠𝑘𝑢−𝐾𝑊 , 𝑇𝑟3,𝑄
2 = {𝑎1

′ , … , 𝑎|𝑄|
′ }}. Assuming 𝑇𝑟𝑄

1 = 𝑇𝑟𝑄
2, then there must 

exist 𝑇𝑟1,𝑄
1 = 𝑇𝑟1,𝑄

2  that 𝑇𝑟2,𝑄
1 = 𝑇𝑟2,𝑄

2 , and 𝑇𝑟3,𝑄
1 = 𝑇𝑟3,𝑄

2 , i.e. 𝑠𝑄 = 𝑠𝑄
′ , however 𝑠𝑄 = 𝑠𝑄

′  the 

probability that is less than or equal to 
1

𝑝
 , is negligible, so it is not possible to distinguish whether 

two query traps contain the same keyword, i.e. the query traps corresponding to the same keyword 

have unlinkability. 

6. Analysis of experimental results 

Experiments were conducted using the JPBC library on two windows 11 systems with 1.80Ghz 

AMD Ryzen 74800U and 16GB RAM, one simulating a data owner and one simulating a data user, 

in addition to a cloud server with a dual-core CPU and 8GB RAM selected from the Aliyun ECS for 

storing the encrypted index and for query matching. In this paper, Type A symmetric bilinear pairing 

is chosen to complete the specific algorithm. The dataset is selected from the real dataset provided by 

Google. 

(1) The computational overhead of creating an encrypted index. The calculation cost required by 

the data owner to create an encrypted index is shown in 0. As the number of keywords increases, the 

calculation cost of index construction increases slowly. This is because the second part of the 

encrypted index needs to be encrypted according to the size of the keyword set, thus causing a part 

of the computational overhead, and secondly, the computational overhead of the index is also mainly 

affected by the change of the number of files, the more The higher the number of files, the higher the 
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number of encrypted indexes. 

 

Figure 2. Index construction calculation cost 

(2) Computational overhead for trapdoor generation. 0 shows the computational overhead for 

generating query traps when a data user wants to query. This is because when a data user wants to 

query, he only needs to calculate the aggregated query information and generate a valid query trap 

door based on all the keywords he wants to query, instead of generating the corresponding query trap 

door for all the keywords separately, which greatly reduces the computation overhead of generating 

the query trap door for the data user. This greatly reduces the computational overhead of query 

trapdoor generation by data users. 

 

Figure 3. Trapdoor generation calculation cost 

(3) Computational overhead for query matching. 0 shows the computational overhead of the cloud 

server when performing query matching. As can be seen from the dashed line in the figure, the query 

matching overhead increases approximately linearly as the number of keywords increases and as the 

number of indexes included increases. 

 

Figure 4. Query matching calculation cost 
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7. Conclusion 

This paper provides a multi-key public key searchable encryption method that can protect the 

number of keywords in encrypted data, with certain application value, in response to the problem that 

most traditional public key searchable schemes with keywords without secure channel only have 

single keyword search. 
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